The SSL/TLS protocol encrypts internet traffic of all types, making secure internet communication (and therefore internet commerce) possible. Here are the basics of how it works and what comes next.

Since the early days of the web, the SSL protocol and its descendent, TLS, have provided the encryption and security that make modern internet commerce possible.

## What is SSL?

Secure Sockets Layer, or SSL, was the original name of the protocol when it was developed in the mid-1990s by Netscape, the company that made the most popular Web browser at the time. S
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## TLS vs. SSL

When the next version of the protocol was released in 1999, it was standardized by the Internet Engineering Task Force (IETF) and given a new name: Transport Layer Security, or TLS. [As the TLS specification notes](https://tools.ietf.org/html/rfc5246#section-1), "the differences this protocol and SSL 3.0 are not dramatic." Thus, it's not really a matter of TLS vs. SSL; rather, the two form a continuously updated series of protocols, and are often lumped together as SSL/TLS.

The TLS protocol encrypts internet traffic of all types. The most common is web traffic; you know your browser is connected via TLS if the URL in your address starts with "https," and there's an indicator with a padlock telling you the connection is secure, as in this screenshot from Chrome:

But TLS can be used by other applications as well, including e-mail and usenet.

## How SSL works

Encryption is necessary in order to communicate securely over the internet: if your data isn't encrypted, anyone can examine your packets and read confidential information. The safest method of encryption is called asymmetrical cryptography; this requires two cryptographic keys — pieces of information, usually very large numbers — to work properly, one public and one private. The mathematics here are complex, but in essence, you can use the public key to encrypt the data, but need the private key to decrypt it. The two keys are related to each other by some complex mathematical formula that is difficult to reverse-engineer by brute force. Think of the public key as information about the location of a locked mailbox with a slot on the front, and the private key as the key that unlocks the mailbox. Anyone who knows where the mailbox is can put a message in it; but for anyone else to read it, they need the private key.

Because asymmetrical cryptography involves these difficult mathematical problems, it takes a lot of computing resources, so much so that if you used it to encrypt all the information in a communications session, your computer and connection would grind to a halt. TLS gets around this problem by only using asymmetrical cryptography at the very beginning of a communications session to encrypt the conversation the server and client have to agree on a single session key that they'll both use to encrypt their packets from that point forward. Encryption using a shared key is called symmetrical cryptography, and it's much less computationally intensive than asymmetric cryptography. Because that session key was established using asymmetrical cryptography, the communication session as a whole is much more secure than it otherwise would be.

The process by which that sessions key is agreed upon is called a handshake, since it's the moment when the two communicating computers introduce themselves to each other, and it's at the heart of the TLS protocol.

## SSL handshake process

The handshake process is quite complex, and there are a number of variations allowed by the protocol. The following steps provide a broad outline that should give you a sense of how it works.

1. The client contacts the server and requests a secure connection. The server replies with the list of cipher suites — algorithmic toolkits of creating encrypted connections — that it knows how to use. The client compares this against its own list of supported cipher suites, selects one, and lets the server know that they'll both be using it.
2. The server then provides its digital certificate, an electronic document issued by a third-party authority confirming the server's identity. We'll discuss digital certificates in more detail in a moment, but for now the most important thing you need to know about them is that they contain the server's public cryptographic key. Once the client receives the certificate, it confirms the certificate's authenticity.
3. Using the server's public key, the client and server establish a session key that both will use for the rest of the session to encrypt communication. There are several techniques for doing this. The client may use the public key to encrypt a random number that's then sent to the server to decrypt, and both parties then use that number to establish the session key. Alternately, the two parties may use what's called a [Diffie–Hellman key exchange](https://en.wikipedia.org/wiki/Diffie%E2%80%93Hellman_key_exchange) to establish the session key.

[This article at SSL.com](https://www.ssl.com/article/ssl-tls-handshake-overview/) has a great diagram outlining each communication step over the course of the TLS handshake process.

As its name implies, the session key is only good for the course of a single, unbroken communications session. If for some reason communications between client and server are cut off — due to a network problem, for instance, or because the client is idle for too long — a new handshake will be required to establish a new session key when communication is re-established.

## What is an SSL certificate?

Let's return to the concept of an *SSL certificate*. As the description in the previous section made clear, these certificates are at the heart of the SSL/TLS protocol: they provide the client with the public cryptographic key necessary to initiate secure connections. But their purpose goes beyond just supplying the key itself; they also authenticate that the key is in fact associated with organization offering it to the client.

How does this work? Certificates are issued by *Certificate Authorities*(CAs), who serve as the [equivalent of a passport office when it comes to confirming identities](http://www.steves-internet-guide.com/ssl-certificates-explained/). Organizations that want to offer services encrypted by TLS must purchase certificates from CAs, who in turn verify that the organizations are who they claim to be. For instance, if you wanted to buy a certificate to secure a website at example.com, you'd have to take some steps to prove to the CA that you control the example.com domain. That way, if someone connects to example.com and gets a valid SSL certificate issued by a trusted CA, they can be sure that they're communicating with the legitimate owner of example.com. This can prevent [man in the middle attacks](https://www.csoonline.com/article/3089946/mobile-security/examining-man-in-the-middle-attacks.html).

Notice that we used the phrase "trusted CA" in that last paragraph. Anyone can set themselves up as a certificate authority; how can you tell which ones perform the due diligence needed to authenticate their customers? Fortunately, the job of figuring that out is mostly taken care of by software manufacturers. The Mozilla Foundation [maintains a list of CAs that Firefox will trust](https://wiki.mozilla.org/CA/Included_Certificates); Apple and Microsoft also maintain lists that they implement at the OS level for Windows, macOS, and iOS, which [Chrome uses on those platforms](http://www.chromium.org/Home/chromium-security/root-ca-policy). The decisions on which CAs to trust have high stakes, as a [2017 showdown between Google and Symantec](https://www.csoonline.com/article/3213664/internet/symantec-sells-its-problem-ssl-unit-to-digicert-for-1b.html) over what Google felt were Symantec's lax standards made clear.

The standard that defines SSL certificates is called *X.509.*This standard allows certificates to carry a lot of information beyond just the public key and the confirmed identity of the certificate owner; DigiCert is a CA whose knowledge base has [a detailed breakdown of the standard](https://knowledge.digicert.com/solution/SO4583.html/).

## SSL checkers

Almost all of the exchange and confirmation of information detailed above takes place behind the scenes as you communicate with servers that offer TLS-encrypted connections. If you want to get a bit more transparency, you can enter the URL of an SSL/TLS-encrypted site into an *SSL checker*website*.*The checker will return a [host of information](https://searchsecurity.techtarget.com/definition/SSL-checker-secure-socket-layer-checker) about the tested site's certificate, including the server type, which web browsers will and won't trust the certificate, the issuer, the serial number, and the expiration date.

Most SSL checkers are free services offered by CAs as marketing tools for their wares; many will, for instance, allow you to set an alert for when an inspected certificate will expire, on the assumption that it's your certificate and you'll be in the market for a new one as that date approaches. If you're looking for a somewhat less commercial alternative, check out the SSL checker from [Qualys SSL Labs](https://www.ssllabs.com/ssltest/), which provides a particularly robust collection of information on inspected websites.

## TLS 1.2 and TLS 1.2 vulnerabilities

TLS 1.2 is the most current defined version of the protocol, and it has been for several years. It established a host of new cryptographic options for communication. However, like some previous versions of the protocol, it also allowed older cryptographic techniques to be used, in order to support older computers. Unfortunately, that opened it up to vulnerabilities, as those older techniques have become more vulnerable as time has passed and computing power has become cheaper.

In particular, TLS 1.2 has become [increasingly vulnerable to so-called "man-in-the-middle" attacks](https://www.csoonline.com/article/3203484/internet/its-time-to-upgrade-to-tls-13-already-says-cdn-engineer.html), in which a hacker intercepts packets in mid-communication and sends them on after reading or altering them. It's also open to the [POODLE](https://www.pcworld.com/article/2857052/the-poodle-flaw-returns-this-time-hitting-tls-security-protocol.html), [SLOTH](https://www.computerworld.com/article/3020066/security/ongoing-md5-support-endangers-cryptographic-protocols.html), and [DROWN](https://www.computerworld.com/article/3020066/security/ongoing-md5-support-endangers-cryptographic-protocols.html) attacks. Many of these problems have arisen in the last two years, increasing the sense of urgency for updating the protocol.

## TLS 1.3

Fortunately, help is on the way. Version 1.3 of the TLS protocol, currently in draft form but soon to be finalized, plugs a lot of these holes by [jettisoning support for legacy encryption systems](https://www.csoonline.com/article/3203484/internet/its-time-to-upgrade-to-tls-13-already-says-cdn-engineer.html). There is backwards compatibility in the sense that connections will fall back to TLS 1.2 if one end isn't capable of using the newer encryptions systems on the 1.3 approved list. However, if, for instance, a man-in-the-middle attack tries to force a fallback to 1.2 in order to snoop on packets, that will be detected and the connection dropped.

## TLS crimeware

One last note on TLS and security: the good guys aren't the only ones who use it! Many cybercriminals use TLS to [encrypt command-and-control traffic between](https://www.csoonline.com/article/3212965/cyber-attacks-espionage/why-ssl-tls-attacks-are-on-the-rise.html) their servers and malware installed on their victim's computers. This ends up inverting the usual state of affairs and leaves the victims of cybercrime looking for a way to decrypt traffic. There are a number of techniques for dealing with this kind of encrypted attack, including using network metadata about the encrypted traffic to get a sense of what attackers are doing without actually reading any of it.